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A Fraud-Resilient Blockchain-Based
Solution for Invoice Financing

Meriem Guerar, Alessio Merlo , Mauro Migliardi , Francesco Palmieri , and Luca Verderame

Abstract—Invoice financing has been a steadily growing compo-
nent of the financing market as a whole for the last few years, and,
in 2016, it became the third largest financing market. Nonetheless,
the risk of frauds is still very high, and most solutions proposed so
far are based on private, proprietary platforms that cannot match
the global nature of such a market. Even the most recent proposals
based on blockchain are mainly adopting a private, permissioned
blockchain due to the lack of confidentiality in public blockchain.
In this article, we propose an Invoice financing platform based on a
public blockchain supporting both fully open and group-restricted
auctioning of invoices. We addressed the confidentiality issue by
storing the confidential data encrypted in IPFS and the correspond-
ing hash in the smart contract hosted on Ethereum blockchain. Our
blockchain-based solution ensures data confidentiality and benefits
from the main properties of the public blockchain required in In-
voice financing systems, such as transparency, immutability, trust-
worthiness, and security. Furthermore, our platform introduces a
reputation system based on the past behavior of entities, computed
using the blockchain global ledger. Such a reputation system al-
lows insurance companies to modulate the cost of the insurance
contracts they offer. This combination guarantees the complete
transparency and tamperproofness of a public blockchain, while
it allows reducing insurance costs and fraud possibilities.

Index Terms—Auction, blockchain, ethereum, invoice factoring,
IPFS, reputation system, smart contract.

I. INTRODUCTION

CASH flow is a major source of complexity in the daily life
of companies. The delay between the invoice date and its

actual payment may represent a significant challenge for any
enterprise, but even more so for small to medium enterprises
(SMEs). To mitigate cash flow issues, SMEs commonly rely on
invoice financing solutions such as invoice factoring.

The process of factoring can be described as follows: an
enterprise sells an invoice to a factoring company (typically
a financial institution such as a bank) for immediate payment
of an agreed percentage of the invoice amount. The financial
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institution then gets the payment of the full amount of the invoice
from the original buyer on the due date.

This process helps the enterprises in steadying their cash
flow, and it represents a significant source of income for the
financial institutions. However, the financing process exposes
the factoring companies to serious fraud risks mainly because of
the lack of a unified view of all the invoice factoring instances.
As an example, a well-known invoice factoring fraud risk is
the case of double financing. Such fraud happens when the
enterprise sells the same invoice to more than one financial
institution leveraging the lack of a joint, unified view of the
situation among financial institutions. At the due date of the
invoice, the buyer will pay the invoice to just one institution,
leaving the other(s) unpaid. Another significant source of risk
is the reliability of the original buyer. Unfortunately, with a
traditional invoice financing system, the financial institution has
very little or no information about the original buyer. Hence, it
has no way to easily predict if there is a chance that the original
buyer will refuse to pay the invoice on the due date.

Beside double financing and trust issues, investors are exposed
to other fraud risks. Indeed, the seller may knowingly submit
false, modified invoices with the intent to commit fraud, either
acting alone or in cooperation with the buyer. To this aim, invoice
financing platforms may introduce insurance companies that can
refund the defrauded investors in exchange for the subscription
to an insurance policy. However, without concrete countermea-
sures to reduce the fraud opportunity, the cost required for the
insurance policy will make the whole operation economically
unfeasible. Hence, the simple addition of an insurance is not
considered a viable solution.

The unified vision that is needed could be provided by means
of an invoice financing platform with a centralized database of
all the invoices, the enterprises, the buyers, and the factoring
instances.

However, centralized systems are typically expensive and
considered a single point of failure. Indeed, they are prone to
privacy infringement, data manipulation, and attacks, which may
make them unreliable and untrustworthy.

With the raising of blockchain technology and smart con-
tracts, we argue that we no longer have to rely on centralized
systems. Blockchain technology may be used to implement a
tamper-proof, trusted, and decentralized ledger [3] that relies on
a consensus algorithm to validate the data to be included [4].

A preliminary and partial version of the ideas presented in
this article has been introduced in [5], where an auction-based
invoice financing solution that leverages the InterPlanetary File
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System (IPFS) [6] and the Ethereum blockchain [7] has been
proposed. In this article, we reengineered the basic model by
consolidating its workflow in order to allow the investors to
withdraw immediately their bids that were overbid instead of
waiting until the end of the auction. We also improved all
the integrity mechanisms in order to use stronger encryption
practices and minimize the number of hashes to be stored within
the smart contract. Finally, a proof of concept implementation
has been presented, allowing us to provide an estimation of the
cost of the transactions in terms of ETH and USD. Besides, the
security of the proposed scheme has been analyzed in detail by
describing the main properties that make our solution robust
against the most common frauds.

The rest of this article is organized as follows. In Section II,
we introduce our invoice financing solution. In Section III, we
present the implementation and testing details. In Section V, we
present related work. Finally, Section VI concludes this article.

II. BLOCKCHAIN-BASED INVOICE FINANCING SOLUTION

A. System Overview

We present a proof-of-concept implementation of an invoice
financing platform designed to fulfill the needs of SMEs. How-
ever, there is no preclusion for larger players too. Our implemen-
tation relies on the IPFS and supports reputation profiles and
leverages smart contracts hosted on the Ethereum blockchain.
Unlike the traditional invoice financing model, our platform
provides an open environment where the chance to finance an
invoice is not offered only to banks and financial companies.
On the contrary, any investor can register into the platform
and participate in auctions in order to try acquiring the right
to finance an invoice. At the end of the auction, among the
offers that satisfy the requirements (e.g., a minimum requested
amount), the best one wins the auction. Such a mechanism
enables the enterprise looking for financing to invite a large
number of investors from around the world and allows getting
the best financing offer in a shorter time and with less effort.

Since the invoice data are very sensitive and storing this data
directly in the blockchain is very expensive, we do not plan to
save the entire invoice inside the blockchain. On the contrary, we
propose to use IPFS to store these data in a decentralized, dis-
tributed manner that is publicly and globally accessible through
the use of IPFS hashes. Before storing the invoice data in IPFS,
we encrypt it by using pretty good privacy (PGP).1 Then, we
store the IPFS hash into the smart contract. In this way, there
is no possibility to alter the invoice content, as the new version
would have a different IPFS hash, which does not match with
the hash stored within the smart contract. At the same time, only
authorized entities will be able to access it, thus ensuring the
confidentiality of the invoice data.

In order to access the stored data, the authorized entity needs
to perform the following two steps:

1) decrypt the generated random key using their private keys;
2) use this random key to decrypt the invoice data.
Moreover, to reduce frauds, we introduce a reputation system

based on the past behavior of entities stored inside the ledger.

1[Online]. Available: https://en.wikipedia.org/wiki/Pretty_Good_Privacy

Since the blockchain is resilient to modifications, the history of
the entities participating in our system is very reliable. Moreover,
as the sensitive part of the invoice is not stored in the public
blockchain, the reputation system is capable of preventing un-
wanted disclosures.

For instance, the list of invoices paid on time, as well as the
ones that have gone unpaid or delayed by a buyer, can be quickly
built without compromising the confidentiality of data. Such
functionality can help investors in the selection of trustworthy
counterparts while pushing malicious buyers to the fringes of
the system.

B. System Design

The platform offers its users the creation of a new account at
registration time. A user can register by using a different role
(e.g., seller or investor) and needs to provide a valid identity
certificate. Such choice prevents from jumping off an identity
that has been tarnished by the past behavior, by creating a
different account every time.

The type of account defines the services that are provided by
the platform. The roles of the entities can be summarized as
follows.

1) Seller: is a company that has goods to be sold, packaged,
and transferred to the buyer. The seller is looking to
improve its cash flow by creating a smart contract capable
of selling the invoice to one of the investors enrolled in
the platform through an auction. This kind of company is
often an SME.

2) Buyer: is a company that would like to purchase the goods
from the seller by paying the shipping amount on delivery
and benefits from the delayed payment of the full invoice
amount (i.e., the price of goods plus taxes).

3) Transporter: transports goods and provides information
about the shipping status.

4) Authorized investor: is a person or a financial institution
that is allowed to participate in the auction to buy the
invoice at a price lower than its real value to gain a profit.

5) Insurance: is responsible for reimbursing the authorized
investor in case the buyer refuses to pay.

Fig. 1 illustrates a general overview of the proposed invoice
financing solution. The seller writes the invoice data into IPFS
and creates a smart contract that specifies some information (e.g.,
the minimum amount required to participate in the auction, the
hash to retrieve the invoice from IPFS), which are described in
details in Section III-A. Then, he deploys it into the Ethereum
blockchain. If the invoice is genuine, the buyer accepts the
invoice and pays the shipping amount. When he accepts the
invoice, the buyer states that he verified all the information
mentioned in the invoice, and he agreed to pay the shipping
amount immediately and the entire amount on the due date as
specified in the invoice. Afterward, the transporter ships the
goods and updates the shipment status.

Once the buyer confirms the delivery of the goods, the in-
vestors can participate in the auction and thus make an offer
after verifying the following conditions:

1) the buyer has accepted the invoice;
2) the Invoice ID has not been submitted before;
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Fig. 1. Overview of the proposed invoice financing solution highlighting the key components (i.e., smart contract, IPFS) and the main participating entities along
with their successful transactions.

3) the transporter confirms that he received the goods to be
shipped;

4) the buyer confirmed the delivery in order.
Furthermore, the investor can check, by using the reputation

system, if any of the entities involved in the transaction is
untrustworthy. Still, if an investor decides to finance an invoice
anyway, he is fully responsible for his decision. In case of fraud,
his request for a refund will be rejected by the insurance.

Besides protection against double financing and submitting
false or modified invoices, our platform mitigates the risk of
a buyer that does not pay as agreed. Thanks to the reputation
system provided by our platform, the buyer will be marked as
untrustworthy, and investors make a fully informed decision if
they want to run the risk. Thus, our platform facilitates invoice
financing for SME and reduces the risk of fraud.

C. Invoice Financing Process Workflow

Using our platform, the seller can open his auctions to all the
investors in the platform or only to some predefined investors.
In this section, we assume that the seller authorizes only two
investors (namely 1 and 2) to facilitate the description of the
workflow. In the first step, the seller generates a random key
offline and encrypts the invoice data using this key. Then, to
allow only the two selected investors to participate in the auction
and the buyer to verify the invoice, he encrypts the random key
with the public key of investor 1, 2, and the buyer.

Fig. 2 shows the message sequence diagram of the process
of selling the invoice through an auction. Such a process opens
two possible scenarios. In the first scenario, the buyer pays the
invoice on the due date. In the second one, the buyer refuses to
pay. The different entities involved in the process interact among
them and with the smart contract as follows.

1) The seller creates a smart contract and deploys it in the
Ethereum blockchain.

2) The buyer decrypts the random key stored in the IPFS
by using his private key and verifies the invoice data. If
the invoice is genuine, the buyer accepts the invoice and
performs a safe payment of the shipping price. The smart
contract holds this amount of Ether until the delivery.

3) The transporter verifies if the buyer has accepted the
Invoice, and then he updates the shipment status on
the smart contract to InTransit upon receiving the
goods.

4) The buyer verifies if the shipment status on the smart
contract is InTransit then, updates it to Delivered
once the goods are received. The smart contract pays-out
the transporter for the shipment.

5) The investors verify the participation conditions men-
tioned in Section II-B to decide whether to bid on this
Invoice or not.

6) In case all the conditions are met, the first investor places
his bid, which should be higher than the minimum bid
requested by the seller.
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Fig. 2. Sequence diagram showing the interactions of the different parties with the invoice financing contract, the automated payment of transactions when certain
conditions are met, and the events used to track the invoice, goods, and the buyer’s reputation considering two different scenarios A and B.

7) The second investor places his bid, which should be
higher than the highest bid (i.e., bid 1). The highest bidder
became the owner of the Invoice when the auction is
ended.

8) The investor 1 asks to withdraw his bid that was overbid.
The smart contract sends the investor 1 his corresponding
bid amount.

9) The seller asks for early payment when the auction is
ended. The smart contract transfers the highest bid to the
seller.

10) In scenario A, the buyer pays the entire amount on the
due date of the Invoice to investor 2 through the smart
contract. An event BuyerReputation(Buyer
Address,“Invoice paid on due date”)
will be triggered to help in tracing the buyer’s reputation
and in notifying all parties.

11) In scenario B, the buyer has not paid on the due date
the invoice as agreed, and thus, investor 2 sends a
refund request. Two events will be triggered Refund
Request(msg.sender, “Refundrequest”)
to notify the Insurance and BuyerReputation
(BuyerAddress,“Unpaid Invoice on due
date”) to create a notification and save a log about the
buyer’s reputation. In this scenario, the buyer’s profile
will show that this buyer is untrustworthy.

12) The insurance verifies both that investor 2 has not already
asked for a refund, and that he has carried out the required
verification before participating in the auction.

13) The insurance refunds investor 2 through the smart
contract.

It is worth to mention that in step 9, the seller manually invokes
the smart contract when the auction ends to get his money, as the
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contract cannot autonomously self-activate. However, automat-
ing the reimbursement for investors that did not win the auction is
made possible by relying on step 9. Nevertheless, we added step
8 to let the investors withdraw their funds rather than push funds
to them automatically for the following security reasons: 1)
Sending Ether back to all the investors that did not win auctions
could run out of Ethereum gas. Gas is a cost associated with the
transaction whose aim is to make Ethereum resilient to denial of
service attacks.2 2) Sending Ether to unknown addresses could
lead to security vulnerabilities [8].

III. IMPLEMENTATION AND TESTING

This section presents the implementation and the test-
ing/evaluation results of the proposed Invoice financing plat-
form, thereby detailing the smart contracts, the validation for a
set of relevant test cases, and the cost analysis on the blockchain
network.

A. InvoiceFinancing Contract

We describe the proposed smart contract-related interface and
algorithms. The smart contract is written by using the Solidity
language and compiled and tested using the Remix IDE, which
provides the necessary tools for testing and debugging.

Solidity offers a set of system-wide variables, known as global
variables, that are mainly used to provide information about the
blockchain or are general-purpose utility functions. In details,
the implementation of the InvoiceFinancing contract relies on
the following global variables:

1) msg.sender: It contains the sender of the message to
the contract (current call). When the smart contract is
deployed, msg.sender stores the address of the contract
creator (i.e., the seller of the invoice), while when a
smart contract function is called, msg.sender contains the
address of the function caller;

2) msg.value: It is the number of Wei sent with the message.
Wei is the smallest unit of Ether, 1 Wei = 10−18 ETH;

3) now: It contains the current block timestamp (alias for
block.timestamp).

InvoiceFinancing Contract Initialization: This process de-
fines some state variables, which are permanently stored in the
contract storage, and they are initialized by the seller through
their constructor. The constructor is a special function that is
called only once at contract deployment. The main state variables
are as follows:

1) InvoiceID, which defines the hash (32 bytes) of the
unique identifier of the Invoice;

2) IPFSHash string, which defines the location from which
the encrypted confidential Invoice data can be retrieved;

3) TotalAmount, which defines the amount of Ether the
buyer has to pay on the due date of the Invoice;

4) ShippingCost, which defines the amount of Ether the
buyer has to pay for shipping the goods;

5) InvoiceDueDate, which defines when the buyer
should pay the full Invoice amount.

2[Online]. Available: https://ethgas.io/

6) MinimumBid, which defines the minimum bid accepted
by the seller.

7) AuctionStart, initialized with the current block
timestamp through the special variable now.

8) AuctionDuration, which defines the duration of the
auction.

The invoice financing contract defines the following nine core
functions, which are part of the contract interface and can be
either called internally or via messages:
AcceptInvoiceAndPayShipping()
This function can only be executed by the buyer. Once the

buyer invokes this function and pays the correct shipping price
mentioned in the contract, the smart contract holds the cor-
responding amount of Ether, changes the Invoice state In-
voiceAccepted (which is initialized by default to false) to
true, and broadcasts a notification to inform the counterparts
that the buyer has accepted the Invoice. This change in the
Invoice state is a requirement for the transporter to be able to
hand in the goods.
GoodsReceived()
This function can only be executed by the transporter. The

transporter can update the shipping status to InTransit only
if the ShipmentStatus is InStock and InvoiceAc-
cepted is true to ensure that the buyer has paid the shipping
fees and the smart contract will pay him out upon the delivery.
This change in the Invoice state is necessary for the buyer to be
able to update the status to Delivered.
GoodsDelivered()
This function can only be executed by the buyer. To receive

the goods from the transporter, the buyer should call this func-
tion, which updates the ShipmentStatus to Delivered
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and payout the transporter. This function requires that Ship-
mentStatus isInTransit to prevent the buyer from calling
this function more than once.
PlaceBid()
The seller cannot execute this function because he is the

owner of the Invoice. An investor can place the bid only
when ShipmentStatus shows that the goods have been
delivered and the auction is still open. His bid should be
higher than the minimum bid and the highest bid to become
the highest bidder. When the auction end, the highest bidder
win.
EarlyPaymentRequest()
This function allows the seller to send the highest bid to his

account but only after the auction ended and the highest bid is not
equal to zero to ensure that at least one investor has participated
in the auction or to prevent the seller from calling this function
more than once.
WithdrawBid()
This function allows investors to withdraw their bids that were

overbid. Hence, it requires that the msg.sender is different
from the address of the highest bidder, and their bids are higher
than zero to ensure that they have placed a bid that they did not
withdraw it yet.

PayOnDueDateOfInvoice()
This function can only be executed by the buyer before or

on the Invoice due date. It requires that the amount of Ether
sent by the buyer is equal to the total Invoice amount and that
the highest bidder exists to transfer this amount to his account,
change the value of BuyerPaidOnDueDate to true and
notify the counterparts that the buyer has paid the Invoice on the
due date.
AskRefund()
This function can only be executed by the highest bidder

if the buyer did not pay on the due date of the Invoice. The
smart contract creates two notifications, the first to inform the
Insurance that the highest bidder is asking for a refund, while
the second one to notify all the counterparts that the buyer is
untrustworthy because he did not pay the Invoice on the due
date.
Reimbursement()
This function can only be executed by the Insurance after the

Invoice due date. It requires that the value of BuyerPaidOn-
DueDate is equal to false and that the highest bidder exist
to refund him.

B. Testing and Validation

This section describes the details of testing the smart contract
code using Remix IDE. We tested all functions for several
important aspects and test cases to ensure that the logic and
the state of the contract work correctly.

1) Test Case 1—Role Restriction: The contract functions are
restricted based on the role of each participant. For example,
the invoice can be accepted only by the buyer, while the change
of the shipment status to InTransit can be done only by
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Fig. 3. Details of a failed transaction due to role restriction.

Fig. 4. Successful transaction of buyer payment of shipping amount upon accepting the Invoice.

Fig. 5. Failed transaction made by an investor who tried to place a bid with an amount lower than the minimum bid.

the transporter. All the functions of the invoice financing
contract have been tested successfully for role restriction. As
shown in Fig. 3, if the seller (that owns the Ethereum address
0xca35b7d915458ef540ade6068dfe2f44e8fa733c)
tries to accept an Invoice, the transaction fails thereby generating
an error.

2) Test Case 2—Payable Functions: In this experiment, we
tested all payable functions. In particular, we made tests on the
requirements related to the received amount, as well as whether
this amount has been transferred to the appropriate recipient
as expected for each function. For testing purpose, we set the
ShippingCost in the contract to 1 ETH, the MinimumBid
to 17 ETH, and the TotalAmount to 20 ETH. We used the
default accounts provided by Remix. Each account is loaded
with 100 ETH by defaults.

The Invoice Financing contract has the following payable
functions: PlaceBid, AcceptInvoiceAndPayShip-
ping, PayOnDueDateOfInvoice, and Reimburse-
ment. PlaceBid requires that the collected funds are superior
or equal to the MinimumBid. While the other functions require
that the received funds in Ether are equal to the Shipping-
Cost, TotalAmount, and ReimbursementAmount,
respectively.

Those restrictions ensure that the transaction fails if any
of the conditions are not met, which prevents the function
caller from changing the invoice financing contract state by
sending an amount of Ether different or inferior to the re-
quired amount. For instance, if the buyer whose address is
0x14723a09acff6d2a60dcdf7aa4aff308fddc160c
sends the exact amount of shipping cost (i.e., 1 ETH)
upon accepting the Invoice, the transaction succeeds, as
shown in Fig. 4. However, if an investor whose address is
0xdd870fa1b7c4700f2bd7f44238821c26f7392148
makes an offer below the minimum bid (i.e., 15 ETH), the
transaction fails, and the contract state reverts to its original
state as shown in Fig. 5.

Besides requirements or conditions related tests, we tested if
the amount of Ether received by the contract has been transferred
successfully to the appropriate recipient. In particular, we did the
following tests.

1) We checked if the shipping cost sent by the buyer has been
transferred successfully to the transporter once the buyer
confirmed the delivery of the goods.

2) We checked whether the highest bid amount had been
transferred successfully to the seller account when he
asked for early payment as well as if all investors who
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Fig. 6. Successful transfer of total Invoice amount from the buyer to the investor.

did not win the auction were able to withdraw their bids
successfully.

3) In the case of scenario A, we checked whether the winner
of the auction received the total Invoice amount success-
fully on the due date upon the buyer payment. In the case
of scenario B, we checked whether the winner of the auc-
tion received the invoice amount successfully from the
insurance. Fig. 6 shows a successful transaction of the
buyer payment of 20 ETH on the due date of the in-
voice. It is important to note that the Ether balance
of the buyer whose address is 0x14723a09acff6d2
a60dcdf7aa4aff308fddc160c decreased by 20
ETH plus the transaction fees, while the Ether bal-
ance of the winner investor whose address is 0xdd870
fa1b7c4700f2bd7f44238821c26f7392148 in-
creased by 20 ETH.

3) Test Case 3—Transactions Order: The Invoice Financing
Contract functions are designed to be executed in a specific
order. This sequence is ensured by using state variables such
as InvoiceAccepted, InTransit, Delivered as a re-
quirement to complete the transactions.

For instance, the investor cannot place the bid until the goods
are marked as Delivered by the Buyer. On the other hand, the
Buyer cannot change the shipment status to Delivered if the
shipment status was not markedInTransit by the transporter.
Finally, the transporter cannot change the shipment status to
InTransit if the Buyer has not accepted the Invoice.

Hence, the following order should be respected by the par-
ticipants: the Buyer has to accept the Invoice first. Then, the
transporter has to change the shipment status to InTransit.
After that the Buyer has to change the shipment status to
Delivered. Only if these transactions have been executed
successfully, as shown in event logs in Fig. 7, an investor
will be able to place the bid. Otherwise, the operation fails.
When the auction has ended, the seller is able to ask for early
payment. Transactions in Scenarios A and B depend on state
variable BuyerPaidOnDueDate, which determines whether
the Buyer paid the total Invoice amount on the due date or not.
Figs. 8 and 9 show event logs of transactions that occurred in
scenarios A and B, respectively.

C. Cost Analysis

In Ethereum, every transaction performed on the blockchain
network costs gas. The amount of gas depends on the amount
of processing effort required to execute the transaction. The
more complex a transaction is, the more gas it requires. The
transaction cost is calculated by multiplying the amount of gas
with the gas price. The gas price is measured in Gwei, where 1
ETH equals 109 Gwei. The sender of the transaction defines the
price, but it is miner’s choice in which order they will execute
transactions. Since miners prioritize transactions with a higher
gas price, the higher the gas price is, the faster the transaction
will be executed (mined). Vice versa, the lower the price is, the
slower the transaction will be executed.

In order to define the cost of the transaction of operations of-
fered by the proposed Invoice Financing Contract, we deployed
it two times into the Rinkeby testnet blockchain using Metamask
and Remix tools.

The transactions can be seen online3 using the address
0x77F723F074d8F18A922e1582B58ae95A98EDFE91
for scenario A and0x01c73Ab3Cc74176e83c4D9Da2EC3
0bB7127FaEb9 for scenario B.

The addresses used by each participant are as follows:
1) Seller (Owner):0x5EAf9217A42c5EC5685115a994

d2341C828979AD
2) Buyer: 0x4A8d82A7b433b99FCFAB1b8eB48195

Cbf7Eaa5B9
3) Transporter: 0xa924b74EB1a5Da31CbB2f8D3EAA

6b7eeF9CDc079
4) Investor 1:0xb9898F4f32EAfD528Bf65E26a1393

6588e6A7DB6
5) Investor 2:0xd2E1a76B03937B3bF9e009837EF7C

53d8c392Cd6
6) Insurance:0x0de9478544661D916761c1e88c287

a87D06fdC29
Table I summarizes the processing costs measured by

our experiment in gas as well as the respective value in
ETH and US Dollars (USD). A url link has been used determine

3[Online]. Available: https://rinkeby.Etherscan.io/
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Fig. 7. Event logs before an investor makes an offer.

Fig. 8. Event logs of transactions that occurred in scenario A.

TABLE I
GAS COSTS OF THE SMART CONTRACT FUNCTIONS

the actual gas costs for each call to the smart contract4. When
we experimented, on June 29, 2019, the average gas cost, which
is accepted by the top miners and usually reflects the default
wallet price, was 3 Gwei = 3 · 109 ETH. The contract creation
operation is performed only once by the seller, and the cost is
$1.557. The cost of all the other operations is minimal, as all of
them are less than $0.1.

Using the proposed invoice financing contract, the fees needed
to be paid by each participant depend on the scenario and the
operations assigned to them. For example, the total cost to be
paid by the investor 2 in case he wins the auction, and the Buyer
pays on the due date of the invoice is $ 0.050. While in case
the Buyer did not pay on the due date, the investor will call the

4[Online]. Available: https://ethgasstation.info/
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Fig. 9. Event logs of transactions that occurred in scenario B.

function AskRefund to ask refund from the Insurance, and
thus the cost increases to $ 0.074. However, in case the investor
2 did not win the auction, he will call WithdrawBid instead
to get his currency back and, thus, the total cost is $0.069.

IV. SECURITY ANALYSIS

In this section, we describe the main security properties of
the proposed Invoice financing solution; then, we explain how
these properties make our system resilient to the potential fraud
scenarios.

1) Authorization
a) Only the buyer can accept an invoice (N1): This is guar-

anteed in our system by the fact that the function Ac-
ceptInvoiceAndPayShiping can be executed
only if the Ethereum address of the caller matches the
buyer address defined in the smart contract.

2) Traceability
a) Only invoices accepted by the buyer can be financed

(N2): This property is guaranteed in our system by the
fact that the function PlaceBid cannot be executed
if the goods are not in the state Delivered. This
implies that all the transactions performed before the
confirmation of the goods are successful, including the
Invoice acceptance by the buyer.

b) Only invoices with a confirmed shipping status can
be financed (N3): Similar to the security property N2,
this is guaranteed in our system by the fact that the
function PlaceBid cannot be executed unless the
goods are in the stateDelivered. This means that all

the transactions before the confirmation of the goods
delivery have been performed successfully, including
changing the shipment status to InTransit by the
transporter.

c) Investors finance only invoices that come from trust-
worthy parties (N4): This property is guaranteed in our
system by the fact that an Insurance will not refund an
investor in case he purchases an Invoice in which at
least one of the involved parties (i.e., the seller and
the buyer) is identified as untrustworthy. Therefore,
investors will be interested in accepting only Invoices
that come from trustworthy actors.

3) Availability (Invoice ID)
a) investorA duplicate invoice cannot be accepted by the

buyer nor it can be financed by an investor (N5): This
is guaranteed in our system by storing the hash of
the unique Invoice ID each time the seller submits a
new Invoice for sale in a tamper-proof log, which can
be accessible by anyone in the network thanks to the
transparency feature offered by the Ethereum public
blockchain.

4) Integrity
a) Integrity of the invoice data (N6): In the proposed

solution, it is important to ensure that the Invoice data
stored in IPFS cannot be modified once the buyer
approves that it is genuine. Investors want to make sure
that they are participating in the auction to purchase
an Invoice, which is the same approved by the buyer.
Otherwise, there will be no sense of the whole Invoice
financing system. In our system, the integrity of the
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Invoice data stored in IPFS is guaranteed by storing the
IPFS hash in the Invoice Financing Contract. Indeed,
any change to the Invoice data will lead to a new hash
that will not match the hash in the Invoice Financing
Contract.

b) Integrity of the transactions and logs (N7): In our
system, the reputation profile is built on the transaction
history stored in the logs. Thus, it is important to ensure
that no one can change it or delete it. Our solution
guarantees the integrity of the transactions and the in-
formation stored in the logs thanks to the immutability
feature offered by the blockchain consensus.

5) Confidentiality
a) Confidentiality of the invoice data (N8): The confi-

dentiality of the Invoice data is crucial as they may
contain data exploitable by adversaries. In our system,
the Invoice data are stored in IPFS because, besides
cost reasons, the Ethereum blockchain is public, and
thus, anyone can read the data. Furthermore, in our
Invoice financing platform, the confidentiality of the
Invoice data is guaranteed through PGP, a hybrid
cryptosystem that combines symmetric-key encryption
and public-key encryption. Before the seller uploads
his own Invoices in IPFS, he generates a symmetric
key, called Session Key, and encrypts the Invoice data
by using this key. Then, the seller encrypts the Ses-
sion Key with the public keys of the buyer and the
authorized investors and stores it together with the
encrypted invoice data. In this way, only the accred-
ited investors can decrypt the session key using their
private keys and use this last one to decrypt the Invoice
data.

We now analyze some typical fraud scenarios, and we show
how the security properties of the system make these scenarios
impossible.

Scenario 1: The seller knowingly submits a false or modified
Invoice.

In our solution, the Invoice will not be funded by an investor
if the buyer has not previously accepted it. Thus, it is essential
to ensure that only the buyer can confirm the Invoice. The buyer
will be interested in accepting the Invoice only if it is genuine
because his reputation is at stake, and he could lose the shipping
amount. Thus, thanks to the security properties N1, N2, and N6,
our solution is resilient to this kind of fraud.

Scenario 2: The buyer colludes with the seller, he accepts
the false Invoice submitted by the seller to commit fraud and
to split with the seller the amount of Ether received from the
investor.

The cooperation between the two parties is still not enough
to steal the funding. Investors would not purchase an Invoice
if the transporter did not confirm that he received the goods,
which make this fraud not possible unless they cooperate with
the transporter as well. In this case, both the seller and the buyer
will be marked as untrustworthy. Hence, our solution is resilient
to this kind of fraud, thanks to the security properties N3, N6,
and N7.

Scenario 3: The seller submits a duplicate Invoice in order
to have double financing.

In our solution, both the buyer and the investor can verify
whether or not the Invoice has been submitted before using
the hash of the Invoice ID before accepting the Invoice or
participating in the auction. Thus, the security properties N5 and
N6 prevent double financing of the Invoice.

Scenario 4: The buyer refuses to pay the investor on the due
date because he did not receive the goods.

It is essential that the investor can check if the products
have been delivered with a confirmation from the buyer before
participating in the auction. Indeed, if the buyer does not receive
the goods, he is legitimated not to pay the Invoice. Thus, the
investor will not get paid due to a fraud committed by the seller or
the transporter. However, the source of the fraud can be identified
easily from the logs. If the records show that the goods are in
the state InTransit, it means the transporter is the fraudster
otherwise the seller. Thus, our solution is resilient to this fraud,
thanks to the security properties N3 and N7.

Scenario 5: The buyer receives the goods but refuses to pay
on the due date of the Invoice.

In this case, the investor will be refunded by the Insurance, and
the buyer will be marked as malicious and untrustworthy through
his reputation profile. Our solution reduces the possibility of this
kind of fraud, thanks to properties N4 and N7. The buyer will be
interested in paying in time to keep the trust of the other entities.

Scenario 6: A third party collects data about the activities of
one of the parties involved in the Invoice financing activities and
leverages it to gain an improper advantage.

Although this is not precisely a fraud scenario, we think this
may be seen as a significant case of misuse. In our system
properties, N8 prevents any party that is not involved in an
Invoice financing activity to access the confidential data. Hence,
our solution is resilient to this kind of problem.

V. RELATED WORK

Most researchers, when proposing blockchain-based solu-
tions for Invoice financing, focus mostly on the issue of double
financing.

Nijeholt et al. [1] proposed DecReg, a framework based on
blockchain technology to address the “double-financing” issue
in factoring. The framework has been implemented on a private
blockchain. The access to the blockchain is controlled by a
central authority (CA). Authors claim that the only feasible
attack would be a collusion between the seller and the CA,
where the CA prevents the financial institution from accessing
the network, which makes it vulnerable to double-financing.
Hence, the financial institution should halt Invoice financing
until it regains access to the blockchain network. In contrast
to the proposed solution, DecReg was designed to address the
double financing issue solely. Besides, it prevents access to the
confidential data solely from entities outside the network, while
the entities inside the network, even those who are not concerned,
still have access to this data.

Hofmann et al. [9] stated that the registration of Invoices
on the blockchain provides the opportunity to prevent fraud
and double-financing issues in Invoice discounting and fac-
toring. Each Invoice distributed across the network is hashed,
timestamped, and given a unique identifier to prevent multiple
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financing on that particular Invoice. However, authors did not
provide implementation details such as whether the Invoice is
registered in public or private blockchain and how the different
parties interact with each other.

Similarly, Nicoletti et al. [10] stated that blockchain could
play an important role in preventing fraud during procurement
finance solution implementation and notably reverse factoring.
Blockchain provides complete traceability and real-time visibil-
ity on Invoices status, which prevents fraudulent organizations
from extracting funds from multiple financial institutions by
using the same Invoice.

In [11], Omran et al. proposed a conceptual framework based
on blockchain technology for reverse factoring and dynamic
discounting. Efficiency, transparency, and autonomy were iden-
tified as blockchain value drivers that will improve supply chain
finance solutions.

Bogucharskov et al. [12] presented possible interaction be-
tween supplier, customer, and factor in blockchain-based factor-
ing application. In their interaction model, the factor provides
funding to the supplier upon the confirmation of the customer
that he received the goods. However, the authors did not take into
consideration the fraud risks if the supplier or customer is un-
trustworthy or malicious. In addition to that, storing an Invoice in
the public blockchain is very expensive both from the storage and
from the computational point of view. Similarly, Euler Hermes
Digital Agency [13] developed a blockchain application for trade
finance that stores the invoice data in the public blockchain. The
platform allows the seller and their counterparts to register and
manage their Invoices on the Ethereum Blockchain. However,
besides the cost of transactions and smart contract deployment,
their solution does not ensure the confidentiality of the Invoice
sensitive data.

Kayal et al. [14] stated that blockchain technology could be
a powerful tool to tackle the financing problems of SMEs. In
addition, they conducted exploratory research into the appetite
of the stakeholders involved in Invoice factoring and inventory
finance for adopting the blockchain technology. In [15], Hyväri-
nen et al. developed a blockchain-based prototype for managing
dividend flows using the Ethereum smart contract. Their solution
increases the transparency of the transactions and overcomes the
double-spending problem in the public taxation sector.

Recently, Battaiola et al. [2] introduced a permissioned
blockchain-based solution for Invoice factoring that uses
Hyperledger. In their security protocol, the secret data are stored
locally by the peer who owns it, and it can be shared with the
involved participants through a private, secure channel. At the
same time, the Invoice hashes, and the status information are
stored in the distributed ledger in order to enable the factors to
check whether an Invoice has been already factored. However,
unlike the proposed solution, their system does not address the
frauds in the case of scenarios 2, 4, and 5 presented in Section IV.
Also, the security of their solution relies on the trust of a set of
parties called payment service providers who are responsible for
making the money transfers and updating the factor status.

Besides financial frauds, blockchain has also been used to
prevent odometer fraud [16] and work history related fraud [17].
In [16], Chanson et al. store the hash of mileage and GPS data
in the blockchain. While, in [17], Sarda et al. store both the

work history data encrypted with the employees’ public key and
the hash of the unencrypted work history data in the Ethereum
blockchain.

VI. CONCLUSION

Invoice financing is a significant component of the global
financing market, yet, the lack of a holistic vision of the trans-
actions makes it rife with opportunity for fraudsters. To tackle
this problem, we proposed a distributed platform based on IPFS,
smart contracts hosted on the Ethereum blockchain, and a reputa-
tion system that allowed modulating the costs of Insurance. This
will bring significant benefits for any entity involved, ranging
from customers to banking organizations, essentially due to
improvements in transparency of the whole process and the fol-
lowing risk reduction for the involved financial institutions. That
is, the blockchain will make available exhaustive, trustworthy,
and transparent recordings of any transaction, with a success
history that can be used for taking better decisions in financial
planning and request/granting activities. In addition, the use
of smart contracts makes the whole invoice financing process
quicker and reliable, making any invoice a more valuable asset
and facilitating the automation of all the associated activities,
after the agreement of the involved parties. This will also be
effective in fraud-prevention and in reducing the administra-
tive costs associated with credit, with obvious effect on online
marketplaces, by also creating new financial opportunities for
small and medium enterprises that will take advantage of smart
contracts through more flexible and reliable invoice financing
practices. Furthermore, the use of blockchain will give new
opportunities to open innovation networks for developing more
sustainable business models. Nevertheless, while the involved
technologies may be greatly helpful in the design of new finan-
cial solutions, yet it needs to be managed so that it does not
introduce additional costs that may marginalize the advantages
obtained. In particular, the management of technologies such
as blockchain, has to be carefully planned to avoid incurring in
unexpected pitfalls. In this article, we presented a design where
most of the management activities were automated through
the introduction of decentralized control implemented in smart
contracts, and the proof-of-concept implementation presented
showed that it is possible to provide an open system with a
high level of transparency without public disclosure of all the
sensitive data pertaining to a financial transaction. Furthermore,
our implementation showed that the resilience to tampering
provided by a public blockchain allowed building a very reliable,
evidence-based reputation system that can be used to mitigate
the risks connected to having to deal with unknown parties.

Finally, as the security analysis that we performed clearly
showed, our solution is capable of preventing most practical
cases of frauds and, by providing better guarantees, it allows
managing the system with lower expenditures for the Insurance
that is still needed to protect the involved parties from the
residual fraud cases. In future work, we plan to analyze the im-
plemented Invoice financing contract for security vulnerabilities
using tools such as Oyente [18] and Securify [19], develop a web
UI to interact with the smart contract, investigate the possibility
to replace the transporter by an IoT device fixed in the truck to
update the shipping status.
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